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# Hausaufgabe 3 - Markt 2

Import der CSV-Dateien

rm(list = ls())  
transaktionen = read.csv2("output\_transactions\_8Players\_v0013.csv")  
service = read.csv2("output\_services\_8Players\_v0013.csv")  
preise = read.csv2("output\_prices\_8Players\_v0013.csv")  
kosten = read.csv2("output\_cost\_8Players\_v0013.csv")  
externals = read.csv2("externals13.csv")

Laden von Packages

library("dummies")

## dummies-1.5.6 provided by Decision Patterns

library("ggplot2")  
library("Metrics")  
library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

## Aufgabe 2.1

### (1)

Laden Sie die Datensaetze externals und services. Berechnen Sie ueber den gesamten Datensatz services, d.h. fuer jede durchgefuehrte Dienstleistung, den On‐Time‐Delivery (OTD) Status (d.h. 0 oder FALSE, wenn unpuenktlich; 1 oder TRUE wenn puenktlich) sowie die Item Fill Rate (IFR). Stellen Sie an‐ schliessend jeweils die Kennzahlen der durchschnittlichen OTD‐Rate und der durchschnittlichen Item Fill Rate als Kennzahl je Logistikdienstleister aggregiert dar. Geben Sie diese Werte in zwei Tabellen aus. Die Tabellen sollen einen einfachen Vergleich der LDL ermöglichen. Bewertungsrelevant: Output, Code.

Hinweis: Erneut bietet es sich an, eine Variable Periode dem Datensatz hinzu zu fuegen, welche aus Jahr und Monat besteht (im Format YYYYMM, z.B. Februar 2014 –> 201402)

# Laden der Daten:  
service = read.csv2("output\_services\_8Players\_v0013.csv")  
externals = read.csv2("externals13.csv")  
  
# Berechnen der OTD:  
service$OTD = service$DaysExecuted <= service$DaysScheduled  
  
# Berechnen der IFR:  
service$IFR = service$QExecuted / service$QScheduled  
  
# Berechnen der durchschnittlichen aggregierten IFR:  
vendorIFR = aggregate(IFR ~ vendor, data = service, mean)  
  
# Berechnen der durchschnittlichen aggregierten OTD pro Logistikdienstleister  
vendorOTD = aggregate(OTD ~ vendor, data = service, mean)  
  
# Erstellen einer Tabelle fuer IFR in der Kennzahlen absteigend und nur   
# relevante Daten enthalten sind  
vendorIFR\_sorted = subset(vendorIFR[order(vendorIFR$IFR, decreasing = TRUE),], IFR!=1)  
  
# Entfernen der Zeilennummer  
rownames(vendorIFR\_sorted) = NULL  
  
# Erzeugung eines dataframes  
df\_IFR = data.frame(Logistikdienstleister\_Warehousing = vendorIFR\_sorted$vendor,   
 IFR = vendorIFR\_sorted$IFR)  
  
# die OTD-Werte auf 3 Nachkommastellen runden:  
library(dplyr)  
df\_IFR %>%   
 mutate\_if(is.numeric, round, digits=3)

## Logistikdienstleister\_Warehousing IFR  
## 1 CPS Warehousing 0.844  
## 2 Flying Mercury Warehousing 0.838  
## 3 Bange+Hammer Warehousing 0.831  
## 4 JNT Warehousing 0.830  
## 5 Gifter Warehousing 0.827  
## 6 EPD Warehousing 0.827  
## 7 DWL Warehousing 0.824  
## 8 HCX Warehousing 0.822  
## 9 IntEx Warehousing 0.819  
## 10 AHL Express Warehousing 0.816

# Erstellen einer Tabelle fuer IFR in der Kennzahlen absteigend und nur  
# relevante Daten enthalten sind  
vendortOTD\_sort = subset(vendorOTD[order(vendorOTD$OTD, decreasing = TRUE),], OTD!=1)   
  
# Entfernen der Zeilennummer  
rownames(vendortOTD\_sort) = NULL  
  
# Erzeugung eines dataframes  
df\_OTD = data.frame(Logistikdienstleister\_Shipping = vendortOTD\_sort$vendor,   
 OTD\_Rate = vendortOTD\_sort$OTD)  
  
# Runden der OTD-Werte auf 3 Nachkommastellen (da die Werte sehr nah bei einander liegen   
# reicht eine Rundung auf 2 Nachkommastellen nicht für einen Vergleich aus)  
df\_OTD %>%   
 mutate\_if(is.numeric, round, digits=3)

## Logistikdienstleister\_Shipping OTD\_Rate  
## 1 IntEx Shipping 0.481  
## 2 HCX Shipping 0.428  
## 3 CPS Shipping 0.410  
## 4 Gifter Shipping 0.393  
## 5 EPD Shipping 0.386  
## 6 Flying Mercury Shipping 0.359  
## 7 JNT Shipping 0.320  
## 8 DWL Shipping 0.314  
## 9 Bange+Hammer Shipping 0.289  
## 10 AHL Express Shipping 0.282

### (2)

Erzeugen Sie ein neues Dataframe, welches die aggregierte IFR je Warehousing‐Logistikdienstleister enthaelt. Die IFR soll je LDL (nur Warehousing), Region und Periode (eine Periode = ein Monat eines einzelnen Jahres) aggregiert werden. Geben Sie anschliessend den IFR‐Wert (und die entsprechende Periode) aus, den der beste Warehousing‐DL in seiner schlechtesten Periode in der Region Peking erreicht hat. Bewertungsrelevant: Output, Code.

# Erstellen einer Periode  
service$Period = sprintf("%1.0f/%02d",service$Year, service$Month)  
  
# Erstellen eines Dataframes in der die aggregierte IFR je WH-DL über Region und Periode   
# angezeigt wird  
WH\_IFR = aggregate(IFR ~ vendor + region + Period,   
 data = subset(service, service=="Warehousing"), mean)  
  
#WH\_IFR  
  
WH\_IFR\_vendors = aggregate(IFR ~ vendor, data = subset(service, service=="Warehousing"), mean)  
best\_vendor\_IFR = max(WH\_IFR\_vendors[,c("IFR")])  
best\_vendor = WH\_IFR\_vendors[WH\_IFR\_vendors$IFR == best\_vendor\_IFR,c("vendor")]  
  
bv\_IFR\_peking = subset(WH\_IFR, vendor==best\_vendor & region=="Peking")  
bv\_min\_IFR\_peking = min(bv\_IFR\_peking[,c("IFR")])  
bv\_min\_IFR\_peking\_periode = bv\_IFR\_peking[bv\_IFR\_peking$IFR == bv\_min\_IFR\_peking,c("Period")]  
bv\_min\_IFR\_peking\_periode

## [1] "2016/09"

cat(best\_vendor,"hat insgesamt die höchste IFR und ist damit der beste LDL für Warehousing.\n")

## CPS Warehousing hat insgesamt die höchste IFR und ist damit der beste LDL für Warehousing.

cat("Der LDL",best\_vendor,"hat in Peking seine geringste IFR in der Periode",bv\_min\_IFR\_peking\_periode,".\n")

## Der LDL CPS Warehousing hat in Peking seine geringste IFR in der Periode 2016/09 .

cat("Dort beträgt die IFR",round(bv\_min\_IFR\_peking\*100,1),"%.\n")

## Dort beträgt die IFR 82.5 %.

### (3)

Erzeugen Sie ein neues Dataframe, welches die aggregierte OTD je Shipping‐Logistikdienstleister enthaelt. Die OTD soll je LDL (nur Shipping), Region und Periode (eine Periode = ein Monat eines einzelnen Jahres) aggregiert werden. Geben Sie anschliessend den OTD‐Wert (und die entsprechende Periode) aus, den der schlechteste Shipping‐DL in seiner besten Periode in der Region Peking erreicht hat. Bewertungsrelevant: Output, Code.

# Erzeugen von dataframe mit OTD für alle Shipping-Dienstleister  
SH\_OTD = aggregate(OTD ~ vendor + region + Period,   
 data = subset(service, service=="Shipping"), mean)  
#SH\_OTD  
  
SH\_OTD\_vendors = aggregate(OTD ~ vendor, data = subset(service, service=="Shipping"), mean)  
worst\_vendor\_OTD = min(SH\_OTD\_vendors[,c("OTD")])  
worst\_vendor = SH\_OTD\_vendors[SH\_OTD\_vendors$OTD == worst\_vendor\_OTD,c("vendor")]  
  
wv\_OTD\_peking = subset(SH\_OTD, vendor==worst\_vendor & region=="Peking")  
wv\_max\_OTD\_peking = max(wv\_OTD\_peking[,c("OTD")])  
wv\_max\_OTD\_peking\_periode = wv\_OTD\_peking[wv\_OTD\_peking$OTD == wv\_max\_OTD\_peking,c("Period")]  
  
cat(worst\_vendor,"hat insgesamt die niedrigste OTD und ist damit der schlechteste LDL für Shipping.\n")

## AHL Express Shipping hat insgesamt die niedrigste OTD und ist damit der schlechteste LDL für Shipping.

cat("Der LDL",worst\_vendor,"hat in Peking seine höchste IFR in der Periode",wv\_max\_OTD\_peking\_periode,".\n")

## Der LDL AHL Express Shipping hat in Peking seine höchste IFR in der Periode 2020/07 .

cat("Dort beträgt die OTD",round(wv\_max\_OTD\_peking\*100,1),"%.\n")

## Dort beträgt die OTD 50 %.

### (4)

Waehlen Sie den Warehousing‐DL “AHL Express Warehousing” aus. Vereinigen Sie das eben erzeugte DataFrame (genauer: Ein Subset dieses Dataframes bezueglich des gewaehlten Warehousing‐DL) mit den externen Faktoren der jeweiligen Periode und Region in einem neuen Dataframe. Zeigen Sie davon den Tabellenkopf. Bewertungsrelevant: Output. Hinweis: In der Funktion merge() koennen mehrere ueberschneidende Spalten genutzt werden, indem dem “by =”‐Parameter ein Vektor der Spalten uebergeben wird. Ihnen steht frei, andere Funktionen zu verwenden.

AHL= subset(WH\_IFR, vendor=="AHL Express Warehousing")  
  
AHL\_externals = merge(AHL,externals[externals$Year!="2021",])  
  
AHL\_externals = AHL\_externals [, c((1:4), (8:29))]  
  
head(AHL\_externals)

## region Period vendor IFR Temperature\_C Rain\_mm  
## 1 Japan 2016/10 AHL Express Warehousing 0.7982881 12.783 37.459  
## 2 Japan 2016/11 AHL Express Warehousing 0.8122462 4.905 48.561  
## 3 Japan 2016/12 AHL Express Warehousing 0.7864903 2.798 50.487  
## 4 Japan 2017/10 AHL Express Warehousing 0.7806593 10.893 24.129  
## 5 Japan 2017/11 AHL Express Warehousing 0.7819056 7.003 47.883  
## 6 Japan 2017/12 AHL Express Warehousing 0.7806554 2.755 59.369  
## Sunshine\_h Humidity Congestion InternetStability PowerGridStability  
## 1 106.599 74.881 47.67 1843 0.21  
## 2 47.986 77.286 39.89 2007 0.25  
## 3 34.939 87.309 53.81 1994 0.22  
## 4 91.627 65.801 39.41 1707 0.20  
## 5 48.764 76.915 43.10 1780 0.25  
## 6 39.549 81.966 41.00 1716 0.20  
## ParkingSpaceAvailability RoadCondition PoliticalStability AvgHealth  
## 1 0.03114353 5.37 2.41 74.82  
## 2 0.02749802 6.18 2.30 74.44  
## 3 0.03144905 5.78 2.37 73.90  
## 4 0.03277340 5.84 2.93 75.89  
## 5 0.03119713 6.29 2.74 75.85  
## 6 0.03142005 6.71 2.42 75.97  
## Criminality AirPollution WaterQuality leisureAndSocialInteractions  
## 1 24.86 236.69 0.88 6.14  
## 2 24.91 209.72 0.95 6.20  
## 3 23.67 187.91 0.98 7.01  
## 4 22.59 226.45 0.98 6.65  
## 5 21.69 238.21 0.85 7.09  
## 6 21.39 218.18 0.98 6.44  
## SkilledLaborAvailability UnskilledLaborAvailability WorkerMotivation Overtime  
## 1 52.17 45.73 5.59 0.159  
## 2 51.97 45.83 5.47 0.046  
## 3 52.20 44.88 6.11 0.179  
## 4 52.71 47.79 6.91 0.000  
## 5 53.37 48.84 7.08 0.162  
## 6 51.58 48.15 7.06 0.022  
## Inflation BusinessConfidence FuelPrice  
## 1 0.00102262 100.6836 2.617  
## 2 0.00095997 100.5842 2.671  
## 3 0.00088866 100.5054 2.531  
## 4 0.00094883 100.0760 2.257  
## 5 0.00097577 100.0014 2.368  
## 6 0.00096550 100.0132 2.442

### (5)

Sie moechten sich eine Uebersicht zu der Korrelation zwischen den externen Faktoren und der IFR des Warehousing‐Dienstleister schaffen. Fuehren Sie dazu die folgenden Schritte aus:

1. Geben Sie eine unsortierte Tabelle aus, in der die externen Effekte und deren Korrelation zur IFR abgebildet sind.

# Korrelation zwischen externen Effekten und IFR herstellen   
Correlation\_Externals = cor(AHL\_externals[, c(4:26)])  
  
Cor\_IFR\_sub = Correlation\_Externals[, c(0:2)]  
  
Cor\_IFR\_sub

## IFR Temperature\_C  
## IFR 1.00000000 -0.43896874  
## Temperature\_C -0.43896874 1.00000000  
## Rain\_mm -0.31300445 0.46622877  
## Sunshine\_h -0.41508242 0.93154237  
## Humidity 0.28444282 -0.54344523  
## Congestion -0.39650984 0.69403898  
## InternetStability -0.02347020 -0.30716867  
## PowerGridStability 0.33690160 0.02021967  
## ParkingSpaceAvailability 0.49240725 -0.68432487  
## RoadCondition -0.43907920 0.27389141  
## PoliticalStability 0.24486488 -0.01674296  
## AvgHealth -0.39008282 0.32557096  
## Criminality 0.26104283 -0.17635433  
## AirPollution -0.37703831 0.04319984  
## WaterQuality 0.03636328 -0.33122269  
## leisureAndSocialInteractions 0.24265455 -0.31336604  
## SkilledLaborAvailability 0.19281619 -0.16400508  
## UnskilledLaborAvailability -0.03014333 0.19817238  
## WorkerMotivation -0.23990206 0.40585696  
## Overtime -0.12226749 0.20981304  
## Inflation 0.40272856 -0.30939398  
## BusinessConfidence 0.06646015 0.16088187  
## FuelPrice 0.06163320 -0.02376250

1. Geben Sie eine Tabelle aus, in der die 5 am starksten zur IFR korrelierenden externen Effekten und deren Korrelation zur IFR abgebildet sind.

cor\_Strong = data.frame(Cor\_IFR\_sub[c(rownames(data.frame(sort(abs(Cor\_IFR\_sub[,1]),TRUE)[2:6]))),1])  
colnames(cor\_Strong) = c("Correlation to IFR")  
round(cor\_Strong,3)

## Correlation to IFR  
## ParkingSpaceAvailability 0.492  
## RoadCondition -0.439  
## Temperature\_C -0.439  
## Sunshine\_h -0.415  
## Inflation 0.403

1. Erstellen Sie ein Korrelations‐Plot fuer diese 5 externen Faktoren. Bewertungsrelevant: Output.

library("GGally")

## Registered S3 method overwritten by 'GGally':  
## method from   
## +.gg ggplot2

ggpairs(AHL\_externals[, c(rownames(cor\_Strong),"IFR")],  
# ohne Visualisierung des Fortschritts der Erstellung des plots  
progress = FALSE,  
# mit Visualisierung einer Glaettungslinie und Aenderung der Farbe der Punkte,  
#damit Linie erkennbar  
lower = list(continuous = wrap("smooth\_loess", colour = "steelblue1")))
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### (6)

Sie moechten nun eine Lineare Regression durchfuehren, um die IFR mit Hilfe der externen Effekte vorherzusagen. Um die Guete Ihrer Modelle vergleichen zu koennen, benoetigen Sie eine geeignete Baseline. Erzeugen Sie eine sinnvolle Baseline in dem DataFrame zu Ihrem gewaehlten Warehousing‐DL in einer Variable Baseline. Begruenden Sie Ihre Wahl. Geben Sie von dem DataFrame den Tabellenkopf aus. Geben Sie Sie nur die Spalten ‘Periode’, ‘Region’, ‘IFR’ und ‘Baseline’ aus. Bewertungsrelevant: Output, Begruendung.

# Baseline durch Mittelwert erzeugen und Ausgabe in einem neuen Dataframe  
AHL\_externals$Baseline = mean(AHL\_externals$IFR)  
  
df\_base = head(AHL\_externals[, c("Period", "region", "IFR","Baseline")])  
  
df\_base %>%   
 mutate\_if(is.numeric, round, digits=3)

## Period region IFR Baseline  
## 1 2016/10 Japan 0.798 0.817  
## 2 2016/11 Japan 0.812 0.817  
## 3 2016/12 Japan 0.786 0.817  
## 4 2017/10 Japan 0.781 0.817  
## 5 2017/11 Japan 0.782 0.817  
## 6 2017/12 Japan 0.781 0.817

Begründung: Wir können hier den Durchschnitt der IFR als Baseline benutzen, da der Durchschnitt unabhängig von den externen Effekten ist und auch grafisch gut darstellbar ist.

### (7)

Visualisieren Sie die Baseline Ihres gewaehlten LDL fuer den Zeitraum von 2016 bis 2020 sowie die IFR in der Region Peking und die IFR in der Region Shanghai. Bewertungsrelevant: Output.

# Subset fuer die Region Shanghai erstellen  
AHL\_externals\_Shang= subset(AHL\_externals, region=="Shangh")  
  
# Erzeugung Liniendiagramm  
ggplot(data=AHL\_externals\_Shang, aes(ymin = 0.75, ymax = 0.95)) +  
# Hinufügen von IFR und Baseline  
geom\_line(data=AHL\_externals\_Shang, aes(x=seq(1,length(Period),1), y=IFR,  
colour = 'IFR')) +  
# Zweite Linie hinzufuegen (Baseline)  
geom\_line(data=AHL\_externals\_Shang, aes(x=seq(1,length(Period),1), y=Baseline,  
colour = 'Baseline')) +  
labs(x = "Jahr", title="IFR-Verlauf von CPS Warehousing in Shanghai") +  
scale\_x\_continuous(breaks = c(1,13,25,37,49, 61),  
labels = c("2016","2017","2018","2019", "2020", "2021"))
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# Subset fuer die Region Peking erstellen  
AHL\_externals\_Peking = subset(AHL\_externals, region=="Peking")  
  
# Erzeugung Liniendiagramm  
ggplot(data=AHL\_externals\_Peking, aes(ymin = 0.75, ymax = 0.95)) +  
# Hinufügen von IFR und Baseline  
geom\_line(data=AHL\_externals\_Peking, aes(x=seq(1,length(Period),1), y=IFR,  
colour = 'IFR')) +  
# Zweite Linie hinzufuegen (Baseline)  
geom\_line(data=AHL\_externals\_Peking, aes(x=seq(1,length(Period),1), y=Baseline,  
colour = 'Baseline')) +  
labs(x = "Jahr", title="IFR-Verlauf von CPS Warehousing in Peking") +  
scale\_x\_continuous(breaks = c(1,13,25,37,49, 61),  
labels = c("2016","2017","2018","2019", "2020", "2021"))

![](data:image/png;base64,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)

### (8)

Bewerten Sie die Baseline fuer Ihren gewaehlten Warehousing‐Logistikdienstleister nach MAE und MAPE. Bewertungsrelevant: Output. Hinweis: Es bietet sich an, die Werte der Bewertungen in einem Dataframe ‘evaluation’ zu speichern.

# DataFrame erzeugen, das mit den werten der Modellbewertung später gefüllt wird  
evaluation = data.frame(Model = "Baseline",  
 MAE = numeric(1),  
 MAPE = numeric(1),  
 R\_Squared = numeric (1),  
 R\_Squared\_adj = numeric(1))  
  
# MAE berechnen  
evaluation[evaluation$Model == "Baseline",]$MAE = mean(abs(AHL\_externals$IFR - AHL\_externals$Baseline))  
  
# MAPE berechnen  
evaluation[evaluation$Model == "Baseline",]$MAPE = mape(AHL\_externals$IFR, AHL\_externals$Baseline)  
  
# R-Squared berechnen  
evaluation[evaluation$Model == "Baseline",]$R\_Squared = ""  
  
# R-Squared\_Adj berechnen  
evaluation[evaluation$Model == "Baseline",]$R\_Squared\_adj = ""  
  
  
evaluation

## Model MAE MAPE R\_Squared R\_Squared\_adj  
## 1 Baseline 0.01426048 0.0174863

### (9)

Teilen Sie das Dataframe Ihres gewaehlten Warehousing‐Logistikdienstleisters in ein Trainings‐ (80%) und ein Test‐Set (20%) auf. Geben Sie von beiden den Tabellenkopf aus. Setzen Sie vorher den Seed 4141. Bewer‐ tungsrelevant: Code, Output.

set.seed(4141)  
  
#Zufällig gezogenes Sample erstellen  
zufall = sample(1:nrow(AHL\_externals), nrow(AHL\_externals) \* 0.8)  
  
AHL\_externals\_training = AHL\_externals[zufall, ]  
  
rownames(AHL\_externals\_training) = NULL  
  
head(AHL\_externals\_training)

## region Period vendor IFR Temperature\_C Rain\_mm  
## 1 Shangh 2018/10 AHL Express Warehousing 0.8053654 18.705 89.576  
## 2 Phlppn 2018/12 AHL Express Warehousing 0.8086538 12.249 126.238  
## 3 Peking 2019/10 AHL Express Warehousing 0.8344992 5.489 87.049  
## 4 Skorea 2020/11 AHL Express Warehousing 0.8327696 3.112 44.073  
## 5 Skorea 2019/11 AHL Express Warehousing 0.8215882 0.626 43.696  
## 6 Shangh 2020/12 AHL Express Warehousing 0.7974545 14.264 123.163  
## Sunshine\_h Humidity Congestion InternetStability PowerGridStability  
## 1 233.610 69.968 64.00 274 1.24  
## 2 159.352 73.903 49.31 611 2.64  
## 3 64.092 85.048 31.69 1721 1.60  
## 4 53.091 86.676 40.76 65 3.23  
## 5 51.885 75.099 42.07 70 3.48  
## 6 137.858 78.886 57.59 334 1.32  
## ParkingSpaceAvailability RoadCondition PoliticalStability AvgHealth  
## 1 0.01706371 6.72 3.07 73.98  
## 2 0.02280499 3.49 2.20 79.98  
## 3 0.05191863 3.84 1.47 75.41  
## 4 0.03443367 2.46 3.74 57.06  
## 5 0.03494417 2.13 3.23 57.70  
## 6 0.01660268 5.78 3.06 78.46  
## Criminality AirPollution WaterQuality leisureAndSocialInteractions  
## 1 38.19 67.62 0.89 7.00  
## 2 12.28 66.70 0.66 6.13  
## 3 13.63 12.57 0.94 7.45  
## 4 40.08 58.17 0.73 6.88  
## 5 38.98 55.41 0.71 6.54  
## 6 35.98 68.94 0.85 6.03  
## SkilledLaborAvailability UnskilledLaborAvailability WorkerMotivation Overtime  
## 1 61.79 40.49 6.29 0.176  
## 2 39.76 64.59 8.08 0.176  
## 3 35.57 45.81 3.72 0.085  
## 4 75.47 57.69 8.60 0.034  
## 5 72.49 59.63 7.29 0.000  
## 6 57.45 37.85 6.39 0.204  
## Inflation BusinessConfidence FuelPrice Baseline  
## 1 0.00123952 100.8986 2.069 0.8167054  
## 2 0.00072088 100.9120 2.114 0.8167054  
## 3 -0.00125430 99.0479 2.568 0.8167054  
## 4 0.01315555 101.9247 2.719 0.8167054  
## 5 0.01297422 102.0838 2.642 0.8167054  
## 6 0.00160202 100.7581 2.686 0.8167054

AHL\_externals\_test = AHL\_externals[-zufall, ]  
  
rownames(AHL\_externals\_test) = NULL  
  
# Ausgabe ohne Rundung der Werte, da auch mit den genauen Werten weitergerechnet wird  
head(AHL\_externals\_test)

## region Period vendor IFR Temperature\_C Rain\_mm  
## 1 Japan 2016/10 AHL Express Warehousing 0.7982881 12.783 37.459  
## 2 Japan 2019/10 AHL Express Warehousing 0.8258688 11.071 35.081  
## 3 Peking 2016/10 AHL Express Warehousing 0.8344494 6.595 79.297  
## 4 Peking 2016/12 AHL Express Warehousing 0.8428941 0.173 67.922  
## 5 Peking 2017/10 AHL Express Warehousing 0.8156051 3.752 72.382  
## 6 Phlppn 2016/11 AHL Express Warehousing 0.7922282 16.770 76.560  
## Sunshine\_h Humidity Congestion InternetStability PowerGridStability  
## 1 106.599 74.881 47.67 1843 0.21  
## 2 100.154 68.923 32.58 1679 0.19  
## 3 60.099 77.545 29.51 1923 2.04  
## 4 8.675 81.093 30.96 2117 1.80  
## 5 69.066 85.822 21.19 1617 1.63  
## 6 200.109 76.611 64.63 699 2.53  
## ParkingSpaceAvailability RoadCondition PoliticalStability AvgHealth  
## 1 0.03114353 5.37 2.41 74.82  
## 2 0.03137741 6.76 2.71 82.05  
## 3 0.05400501 3.74 1.96 85.69  
## 4 0.05140936 3.67 1.89 85.68  
## 5 0.05268777 3.97 1.72 81.32  
## 6 0.02242115 3.30 1.67 76.76  
## Criminality AirPollution WaterQuality leisureAndSocialInteractions  
## 1 24.86 236.69 0.88 6.14  
## 2 24.26 203.00 0.88 7.20  
## 3 20.09 14.30 0.95 7.16  
## 4 19.44 12.02 0.98 7.51  
## 5 21.08 12.56 0.98 7.59  
## 6 16.72 72.10 0.63 5.38  
## SkilledLaborAvailability UnskilledLaborAvailability WorkerMotivation Overtime  
## 1 52.17 45.73 5.59 0.159  
## 2 48.35 39.60 4.06 0.302  
## 3 34.49 51.22 5.74 0.003  
## 4 35.54 50.90 5.59 0.175  
## 5 35.74 46.84 5.74 0.008  
## 6 42.01 62.57 7.87 0.339  
## Inflation BusinessConfidence FuelPrice Baseline  
## 1 0.00102262 100.6836 2.617 0.8167054  
## 2 0.00104047 99.6719 2.483 0.8167054  
## 3 -0.00079482 99.1375 2.698 0.8167054  
## 4 -0.00079932 98.9214 2.835 0.8167054  
## 5 -0.00080989 99.2797 2.368 0.8167054  
## 6 0.00071238 100.4893 2.659 0.8167054

### (10)

Wenden Sie die Forward Selection Variante der Wrapper Methode an (siehe Vorlesung). D.h. erstellen Sie zunaechst alle uni‐variaten Modelle, bewerten Sie diese Modelle und waehlen Sie das Modell mit der besten Bewertung aus. Erstellen Sie ‐ basierend auf dem besten Modell der ersten Iteration ‐ alle bi‐variaten Mod‐ elle (das Modell der vorherigen Wrapper‐Iteration wird jeweils um eine Variable erweitert), bewerten Sie diese Modelle und waehlen Sie das Modell mit der besten Bewertung aus. Fuehren Sie dies so lange fort, bis keine Verbesserung mehr erreicht wird. Nutzen Sie zur Modellierung die lineare Regression. Bewerten Sie die Mod‐ elle entsprechend nach MAE und MAPE sowie nach regressionsspezifischen Kennzahlen. Nutzen Sie nur die 5 externen Faktoren als Features, die Sie oben als am staerksten korrelierende externe Faktoren identifiziert haben. Kommentieren Sie Ihr Vorgehen zwischen den Iterationen. Bewertungsrelevant: Output, Vorgehen (einschliesslich Kommentare). Hinweis: Tritt eine starke Multikollinearität (“strong multicollinearity”) auf, so koennen Sie alle Mod‐ ellierungen mit der entsprechenden Variablen‐Kombination unter Bezug auf diesen Hinweis auslassen (siehe Vorlesungsinhalte zu Korrelation). 4 Hinweis 2: Fuer das Erstellen der Modelle reicht es aus, zunaechst die Trainings‐Daten zu nutzen. Ueber‐ pruefen Sie ihr endgueltiges Modell jedoch am Ende auf Overfitting, indem Sie die Test‐Daten nutzen!

#### Iteration 1

# Modelle mit Trainings-Sets erstellen und anzeigen  
model\_1 = lm(IFR ~ ParkingSpaceAvailability, data = AHL\_externals\_training)  
model\_2 = lm(IFR ~ RoadCondition, data = AHL\_externals\_training)  
model\_3 = lm(IFR ~ Temperature\_C, data = AHL\_externals\_training)  
model\_4 = lm(IFR ~ Sunshine\_h, data = AHL\_externals\_training)  
model\_5 = lm(IFR ~ Inflation, data = AHL\_externals\_training)  
  
  
summary(model\_1)

##   
## Call:  
## lm(formula = IFR ~ ParkingSpaceAvailability, data = AHL\_externals\_training)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.037091 -0.009277 0.001252 0.007527 0.030844   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.795690 0.005804 137.100 < 2e-16 \*\*\*  
## ParkingSpaceAvailability 0.673123 0.171213 3.931 0.000228 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.01603 on 58 degrees of freedom  
## Multiple R-squared: 0.2104, Adjusted R-squared: 0.1968   
## F-statistic: 15.46 on 1 and 58 DF, p-value: 0.0002277

summary(model\_2)

##   
## Call:  
## lm(formula = IFR ~ RoadCondition, data = AHL\_externals\_training)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.040673 -0.011407 0.001497 0.011371 0.027841   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.838682 0.005747 145.930 < 2e-16 \*\*\*  
## RoadCondition -0.005027 0.001245 -4.039 0.00016 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.01594 on 58 degrees of freedom  
## Multiple R-squared: 0.2195, Adjusted R-squared: 0.2061   
## F-statistic: 16.32 on 1 and 58 DF, p-value: 0.0001595

summary(model\_3)

##   
## Call:  
## lm(formula = IFR ~ Temperature\_C, data = AHL\_externals\_training)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.040603 -0.007299 -0.000787 0.009701 0.035112   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.8236967 0.0030715 268.173 <2e-16 \*\*\*  
## Temperature\_C -0.0008852 0.0002888 -3.065 0.0033 \*\*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.01674 on 58 degrees of freedom  
## Multiple R-squared: 0.1394, Adjusted R-squared: 0.1246   
## F-statistic: 9.396 on 1 and 58 DF, p-value: 0.003299

summary(model\_4)

##   
## Call:  
## lm(formula = IFR ~ Sunshine\_h, data = AHL\_externals\_training)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.041722 -0.008228 -0.000765 0.010185 0.034988   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 8.257e-01 3.795e-03 217.556 < 2e-16 \*\*\*  
## Sunshine\_h -8.322e-05 2.980e-05 -2.793 0.00707 \*\*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.01694 on 58 degrees of freedom  
## Multiple R-squared: 0.1185, Adjusted R-squared: 0.1033   
## F-statistic: 7.8 on 1 and 58 DF, p-value: 0.007065

summary(model\_5)

##   
## Call:  
## lm(formula = IFR ~ Inflation, data = AHL\_externals\_training)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.033365 -0.009682 -0.001158 0.011636 0.033917   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.812627 0.002462 330.11 < 2e-16 \*\*\*  
## Inflation 1.442483 0.413335 3.49 0.00093 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.0164 on 58 degrees of freedom  
## Multiple R-squared: 0.1735, Adjusted R-squared: 0.1593   
## F-statistic: 12.18 on 1 and 58 DF, p-value: 0.00093

**Regressionsbewertung:** Unabhaengige Variablen sind signifikant und haben ein R^2 und adjusted R^2 zwischen 0.1 und 0.22.

Modelle bewerten: (1) Residuenplots

# Residuenplot 1  
ggplot(data = NULL, aes(x = model\_1$model$ParkingSpaceAvailability, y = model\_1$residuals)) +   
 geom\_point() +   
 geom\_smooth(se = FALSE, method = loess)

## `geom\_smooth()` using formula 'y ~ x'
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# Residuenplot 2  
ggplot(data = NULL, aes(x = model\_2$model$RoadCondition, y = model\_2$residuals)) +   
 geom\_point() +   
 geom\_smooth(se = FALSE, method = loess)

## `geom\_smooth()` using formula 'y ~ x'
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# Residuenplot 3  
ggplot(data = NULL, aes(x = model\_3$model$Temperature\_C, y = model\_3$residuals)) +   
 geom\_point() +   
 geom\_smooth(se = FALSE, method = loess)

## `geom\_smooth()` using formula 'y ~ x'

![](data:image/png;base64,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)

# Residuenplot 4  
ggplot(data = NULL, aes(x = model\_4$model$Sunshine\_h, y = model\_4$residuals)) +   
 geom\_point() +   
 geom\_smooth(se = FALSE, method = loess)

## `geom\_smooth()` using formula 'y ~ x'
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# Residuenplot 5  
ggplot(data = NULL, aes(x = model\_5$model$Inflation, y = model\_5$residuals)) +   
 geom\_point() +   
 geom\_smooth(se = FALSE, method = loess)

## `geom\_smooth()` using formula 'y ~ x'
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1. Fehlerkennzahlen (fuer Trainings-Set):

# Data Frame erweitern  
evaluation = rbind(evaluation, data.frame(Model = c("Model1","Model2","Model3","Model4","Model5"),  
 MAE = numeric(1),  
 MAPE = numeric(1),  
 R\_Squared = numeric (1),  
 R\_Squared\_adj = numeric(1)))  
  
# MAE berechnen  
evaluation[evaluation$Model == "Model1",]$MAE = mean(abs(model\_1$residuals))  
evaluation[evaluation$Model == "Model2",]$MAE = mean(abs(model\_2$residuals))  
evaluation[evaluation$Model == "Model3",]$MAE = mean(abs(model\_3$residuals))  
evaluation[evaluation$Model == "Model4",]$MAE = mean(abs(model\_4$residuals))  
evaluation[evaluation$Model == "Model5",]$MAE = mean(abs(model\_5$residuals))  
  
# MAPE berechnen  
evaluation[evaluation$Model == "Model1",]$MAPE = mape(model\_1$model$IFR, model\_1$fitted.values)  
evaluation[evaluation$Model == "Model2",]$MAPE = mape(model\_2$model$IFR, model\_2$fitted.values)  
evaluation[evaluation$Model == "Model3",]$MAPE = mape(model\_3$model$IFR, model\_3$fitted.values)  
evaluation[evaluation$Model == "Model4",]$MAPE = mape(model\_4$model$IFR, model\_4$fitted.values)  
evaluation[evaluation$Model == "Model5",]$MAPE = mape(model\_5$model$IFR, model\_5$fitted.values)  
  
  
# R-Squared berechnen  
evaluation[evaluation$Model == "Model1",]$R\_Squared = summary(model\_1)$r.squared  
evaluation[evaluation$Model == "Model2",]$R\_Squared = summary(model\_2)$r.squared  
evaluation[evaluation$Model == "Model3",]$R\_Squared = summary(model\_3)$r.squared  
evaluation[evaluation$Model == "Model4",]$R\_Squared = summary(model\_4)$r.squared  
evaluation[evaluation$Model == "Model5",]$R\_Squared = summary(model\_5)$r.squared  
  
# R-Squared\_Adj berechnen  
evaluation[evaluation$Model == "Model1",]$R\_Squared\_adj = summary(model\_1)$adj.r.squared  
evaluation[evaluation$Model == "Model2",]$R\_Squared\_adj = summary(model\_2)$adj.r.squared  
evaluation[evaluation$Model == "Model3",]$R\_Squared\_adj = summary(model\_3)$adj.r.squared  
evaluation[evaluation$Model == "Model4",]$R\_Squared\_adj = summary(model\_4)$adj.r.squared  
evaluation[evaluation$Model == "Model5",]$R\_Squared\_adj = summary(model\_5)$adj.r.squared  
  
# Fehler anzeigen  
evaluation

## Model MAE MAPE R\_Squared R\_Squared\_adj  
## 1 Baseline 0.01426048 0.01748630   
## 2 Model1 0.01194009 0.01464587 0.21041778092297 0.196804294387159  
## 3 Model2 0.01266202 0.01554046 0.219549710290505 0.206093670812755  
## 4 Model3 0.01251803 0.01534934 0.139410926633964 0.124573183989722  
## 5 Model4 0.01249369 0.01533179 0.118543236061212 0.103345705648475  
## 6 Model5 0.01293505 0.01586560 0.173543889806034 0.159294646526827

Alle Modelle weisen verbesserte Fehlerkennzahlen im Vergleich zur Baseline auf. Modell 1 schneidet bei den Fehlerkennzahlen am besten ab, während Modell 2 in den R^2 und R^2 adjusted Werten dominiert. Wir machen mit Modell 1 weiter.

#### Iteration 2

Bivariate Modelle erstellen: Die Variablen Temperature\_C und Sunshine\_h haben eine starke Multikollinearität mit der Variable ParkingSpaceAvailability und IFR. Daher werden diese Variablenkombination nicht weiter betrachtet.

# Modelle mit Trainings-Sets erstellen und anzeigen  
model\_12 = lm(IFR ~ ParkingSpaceAvailability + RoadCondition, data = AHL\_externals\_training)  
model\_15 = lm(IFR ~ ParkingSpaceAvailability + Inflation, data = AHL\_externals\_training)  
  
  
summary(model\_12)

##   
## Call:  
## lm(formula = IFR ~ ParkingSpaceAvailability + RoadCondition,   
## data = AHL\_externals\_training)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.033802 -0.008297 0.002503 0.008753 0.030560   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.817790 0.010152 80.553 <2e-16 \*\*\*  
## ParkingSpaceAvailability 0.451586 0.184255 2.451 0.0173 \*   
## RoadCondition -0.003499 0.001347 -2.597 0.0119 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.0153 on 57 degrees of freedom  
## Multiple R-squared: 0.294, Adjusted R-squared: 0.2692   
## F-statistic: 11.87 on 2 and 57 DF, p-value: 4.917e-05

summary(model\_15)

##   
## Call:  
## lm(formula = IFR ~ ParkingSpaceAvailability + Inflation, data = AHL\_externals\_training)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.033974 -0.007662 0.001300 0.009505 0.027977   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.79033 0.00526 150.244 < 2e-16 \*\*\*  
## ParkingSpaceAvailability 0.69800 0.15074 4.631 2.16e-05 \*\*\*  
## Inflation 1.50665 0.35569 4.236 8.40e-05 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.01411 on 57 degrees of freedom  
## Multiple R-squared: 0.3995, Adjusted R-squared: 0.3784   
## F-statistic: 18.96 on 2 and 57 DF, p-value: 4.881e-07

**Regressionsbewertung:** Unabhaengige Variablen von Modell 12 sind nicht signifikant, Multiple R-squared: 0.294, Adjusted R-squared: 0.2692. Unabhaengige Variablen von Modell 15 sind signifikant, Multiple R-squared: 0.3995, Adjusted R-squared: 0.3784.

Modelle bewerten: (1) Residuenplots (die Variablen wurden schon ueberprueft)

1. Fehlerkennzahlen (fuer Trainings-Set):

# Data Frame erweitern  
evaluation = rbind(evaluation, data.frame(Model = c("Model12","Model15"),  
 MAE = numeric(1),  
 MAPE = numeric(1),  
 R\_Squared = numeric (1),  
 R\_Squared\_adj = numeric(1)))  
  
# MAE berechnen  
evaluation[evaluation$Model == "Model12",]$MAE = mean(abs(model\_12$residuals))  
evaluation[evaluation$Model == "Model15",]$MAE = mean(abs(model\_15$residuals))  
  
# MAPE berechnen  
evaluation[evaluation$Model == "Model12",]$MAPE = mape(model\_12$model$IFR, model\_12$fitted.values)  
evaluation[evaluation$Model == "Model15",]$MAPE = mape(model\_15$model$IFR, model\_15$fitted.values)  
  
  
  
# R-Squared berechnen  
evaluation[evaluation$Model == "Model12",]$R\_Squared = summary(model\_12)$r.squared  
evaluation[evaluation$Model == "Model15",]$R\_Squared = summary(model\_15)$r.squared  
  
  
# R-Squared\_Adj berechnen  
evaluation[evaluation$Model == "Model12",]$R\_Squared\_adj = summary(model\_12)$adj.r.squared  
evaluation[evaluation$Model == "Model15",]$R\_Squared\_adj = summary(model\_15)$adj.r.squared  
  
  
# Fehler anzeigen  
evaluation

## Model MAE MAPE R\_Squared R\_Squared\_adj  
## 1 Baseline 0.01426048 0.01748630   
## 2 Model1 0.01194009 0.01464587 0.21041778092297 0.196804294387159  
## 3 Model2 0.01266202 0.01554046 0.219549710290505 0.206093670812755  
## 4 Model3 0.01251803 0.01534934 0.139410926633964 0.124573183989722  
## 5 Model4 0.01249369 0.01533179 0.118543236061212 0.103345705648475  
## 6 Model5 0.01293505 0.01586560 0.173543889806034 0.159294646526827  
## 7 Model12 0.01199177 0.01472630 0.293954611751277 0.269181089356585  
## 8 Model15 0.01094432 0.01344503 0.399456709068252 0.378385014649594

Alle Modelle weisen verbesserte Fehlerkennzahlen im Vergleich zu Modell 1 auf. Modell 15 dominiert in allen 4 Bewertungskriterien. Es wird mit diesem Modell fortgefahren.

#### Iteration 3

Trivariate Modelle erstellen:

#Modelle mit Trainings-Sets erstellen  
model\_152 = lm(IFR ~ ParkingSpaceAvailability + Inflation + RoadCondition, data = AHL\_externals\_training)  
  
#Modelle anzeigen  
summary(model\_152)

##   
## Call:  
## lm(formula = IFR ~ ParkingSpaceAvailability + Inflation + RoadCondition,   
## data = AHL\_externals\_training)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.033313 -0.007657 0.001376 0.009761 0.028636   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.7940121 0.0120721 65.773 < 2e-16 \*\*\*  
## ParkingSpaceAvailability 0.6628201 0.1838636 3.605 0.000665 \*\*\*  
## Inflation 1.4153020 0.4481502 3.158 0.002559 \*\*   
## RoadCondition -0.0005317 0.0015655 -0.340 0.735394   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.01422 on 56 degrees of freedom  
## Multiple R-squared: 0.4007, Adjusted R-squared: 0.3686   
## F-statistic: 12.48 on 3 and 56 DF, p-value: 2.335e-06

**Regressionsbewertung:** Bei Modell 152 hat RoadCondition keine Signifikanz mehr. Die R^2 und R^2 adjusted Werte sind Multiple R-squared: 0.4007, Adjusted R-squared: 0.3686.

Modelle bewerten: (1) Residuenplots (Variablen wurden schon ueberprueft)

1. Fehlerkennzahlen (fuer Trainings-Set):

# Data Frame erweitern  
evaluation = rbind(evaluation, data.frame(Model = c("Model152"),  
 MAE = numeric(1),  
 MAPE = numeric(1),  
 R\_Squared = numeric (1),  
 R\_Squared\_adj = numeric(1)))  
  
# MAE berechnen  
evaluation[evaluation$Model == "Model152",]$MAE = mean(abs(model\_152$residuals))  
  
# MAPE berechnen  
evaluation[evaluation$Model == "Model152",]$MAPE = mape(model\_152$model$IFR, model\_12$fitted.values)  
  
  
  
# R-Squared berechnen  
evaluation[evaluation$Model == "Model152",]$R\_Squared = summary(model\_152)$r.squared  
  
  
# R-Squared\_Adj berechnen  
evaluation[evaluation$Model == "Model152",]$R\_Squared\_adj = summary(model\_152)$adj.r.squared  
  
  
# Fehler anzeigen  
evaluation

## Model MAE MAPE R\_Squared R\_Squared\_adj  
## 1 Baseline 0.01426048 0.01748630   
## 2 Model1 0.01194009 0.01464587 0.21041778092297 0.196804294387159  
## 3 Model2 0.01266202 0.01554046 0.219549710290505 0.206093670812755  
## 4 Model3 0.01251803 0.01534934 0.139410926633964 0.124573183989722  
## 5 Model4 0.01249369 0.01533179 0.118543236061212 0.103345705648475  
## 6 Model5 0.01293505 0.01586560 0.173543889806034 0.159294646526827  
## 7 Model12 0.01199177 0.01472630 0.293954611751277 0.269181089356585  
## 8 Model15 0.01094432 0.01344503 0.399456709068252 0.378385014649594  
## 9 Model152 0.01099502 0.01472630 0.400691277361969 0.368585452934932

Modell 152 ist in den Fehlerkennzahlen und R^2 adjusted leicht schlechter als Model 15. Nur in dem Bewertungskriterium R^2 ist das Modell marginal besser als Model 15. Daher wird sich für das Model 15 entschieden und die Wrappermethode damit beendet.

#### Test auf Overfitting

# Vorhersage treffen  
pred15 = predict(model\_15, newdata = AHL\_externals\_test)  
  
# Data Frame erweitern  
evaluation = rbind(evaluation, data.frame(Model = "Model15\_test",  
 MAE = numeric(1),  
 MAPE = numeric(1),  
 R\_Squared = numeric (1),  
 R\_Squared\_adj = numeric(1)))  
  
# MAE berechnen  
evaluation[evaluation$Model == "Model15\_test",]$MAE = mean(abs(AHL\_externals\_test$IFR -pred15))  
  
# MAPE berechnen  
evaluation[evaluation$Model == "Model15\_test",]$MAPE = mape(AHL\_externals\_test$IFR, pred15)  
  
# R-Squared berechnen  
evaluation[evaluation$Model == "Model15\_test",]$R\_Squared = ""  
  
# R-Squared\_Adj berechnen  
evaluation[evaluation$Model == "Model15\_test",]$R\_Squared\_adj = ""  
  
evaluation$MAE = round(evaluation$MAE, 3)  
evaluation$MAPE = round(evaluation$MAPE, 3)  
evaluation$R\_Squared = round(as.numeric(evaluation$R\_Squared), 3)  
evaluation$R\_Squared\_adj = round(as.numeric(evaluation$R\_Squared\_adj), 3)  
  
# Fehler anzeigen  
evaluation[c(1,2,8,10),]

## Model MAE MAPE R\_Squared R\_Squared\_adj  
## 1 Baseline 0.014 0.017 NA NA  
## 2 Model1 0.012 0.015 0.210 0.197  
## 8 Model15 0.011 0.013 0.399 0.378  
## 10 Model15\_test 0.010 0.012 NA NA

Da die Fehlerkennzahlen sich nicht verschlechtert haben, scheint kein Overfitting vorzuliegen.

**Fazit:** Nach 3 Iterationen ist das Modell 15 als bestes Modell hervorgegangen. Wir konnten unsere Fehlerkennzahlen gegenueber der Baseline stark verbessern und konnten ein Bestimmtheitsmass von ca. 0.4 erreichen.

### (11)

Bewerten Sie ihr Modell quantitativ im Vergleich mit der Baseline. Bewertungsrelevant: Output, Kommentar.

#Nur die Bewertung der Baseline und Model 15 ausgeben:  
final\_evaluation = evaluation[c(1,8),]  
final\_evaluation

## Model MAE MAPE R\_Squared R\_Squared\_adj  
## 1 Baseline 0.014 0.017 NA NA  
## 8 Model15 0.011 0.013 0.399 0.378

cat("Das Model 15 reduziert den MAE um",round((1-final\_evaluation[2,2]/final\_evaluation[1,2])\*100,1),"% gegenüber der Baseline.\n")

## Das Model 15 reduziert den MAE um 21.4 % gegenüber der Baseline.

cat("Der MAPE wird um",round((1-final\_evaluation[2,3]/final\_evaluation[1,3])\*100,1),"% gegenüber der Baseline verringert.\n")

## Der MAPE wird um 23.5 % gegenüber der Baseline verringert.

cat("Mit einem R^2-Wert von",round(final\_evaluation[2,4], 2),"ist die Aussagekraft des Modells außerdem akzeptabel.")

## Mit einem R^2-Wert von 0.4 ist die Aussagekraft des Modells außerdem akzeptabel.

Kommentar: Die Fehlerkennzahlen MAE und MAPE konnten

### (12)

Ihre Chefin kommt auf der Firmenfeier zu Ihnen und schlaegt Ihnen eine Wette vor. Sie sagt: “Ich wette mit Ihnen um 100 Euro, dass die durchschnittliche IFR des oben betrachteten WH‐DL im Dezember 2021 in jeder Region ueber 0.85 sein wird.” Sollten Sie die Wette eingehen? Bewertungsrelevant: Output, Kommentar.

#Dataframe anlegen:  
IFR\_Dez12 = data.frame(Region = "",  
 ParkingSpaceAvailability = numeric(1),  
 Inflation = numeric(1),  
 predicted\_IFR = numeric(1))  
#ParkingSpaceAvailability für jede Region in Periode 2021/12 ins Dataframe hinzufügen:  
IFR\_Dez12[1:5,1:2] = aggregate(ParkingSpaceAvailability ~ region, data = externals[externals$Period=="2021/12",],mean)  
#Inflation für jede Region in Periode 2021/12 ins Dataframe hinzufügen:  
IFR\_Dez12[,3] = aggregate(Inflation ~ region, data = externals[externals$Period=="2021/12",],mean)[,2]  
#Vorhersage basierend auf Model 15 berechnen:  
IFR\_Dez12[,4] = predict(model\_15,IFR\_Dez12[,2:3])  
#Dataframe formatieren:  
rownames(IFR\_Dez12) = NULL  
IFR\_Dez12$predicted\_IFR = round(IFR\_Dez12$predicted\_IFR,3)  
IFR\_Dez12

## Region ParkingSpaceAvailability Inflation predicted\_IFR  
## 1 Japan 0.03147873 0.00106059 0.814  
## 2 Peking 0.05114552 -0.00140027 0.824  
## 3 Phlppn 0.02178779 0.00082554 0.807  
## 4 Shangh 0.01768709 0.00136760 0.805  
## 5 Skorea 0.03223893 0.01320449 0.833

Kommentar: Laut des von uns erstellten Modells, ist die IFR in allen Regionen in der Periode 2021/12 unter 0,85. Deshalb würden wir die Wette nicht eingehen.

### (13)

Ihr Regressionsmodell soll im kommenden Jahr implementiert und langfristig in die Unternehmensprozesse integriert werden. Beschreiben Sie, welche Nutzer und Prozesse davon profitieren koennten und in welcher Form die Loesung bereitgestellt werden koennte. Nehmen Sie ausserdem ausfuehrlich zur Phase der Datenbeschaffung Stellung. Bewertungsrelevant: Kommentar.

Kommentar: Es könnte ein Dashboard geben, auf dem Live die Vorhersage für die IFR angezeigt wird. Mithilfe der Vorhersagen könnte die IFR aus Perspektive des letzten Glieds der Lieferkette gegen 1 gebracht werden, indem am Anfang der Lieferkette mehr losgeschickt wird als bestellt wird. Für die Vorhersage der IFR werden Vorhersagen der Inflation und Parkplatzverfügbarkeit benötigt. Für eine Prognose der Inflation gibt es viele gut zugänglichen Quellen im Internet (siehe: <https://de.statista.com/statistik/daten/studie/5851/umfrage/prognose-zur-entwicklung-der-inflationsrate-in-deutschland/>). Für die Prognose der Parkplatzverfügbarkeit sieht das jedoch schwieriger aus. Es gibt bereits Anbieter die mithilfe von Künstlicher Intelligenz diesen Einfluss vorhersagen (siehe: <https://gobeta.de/projekte/aipark-artificial-intelligence-based-parking/>). Es wäre eine Kooperation in Form der Bereitstellung einer API denkbar.